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Abstract—Extensive testing in large projects can lead to tremendous test costs with superlinear growth over time. Researchers have proposed several techniques to tackle this problem. However, the practical effects of these techniques on the asymptotic behaviour of test costs growth in large industrial software projects remains poorly characterized.

We introduce and analyse a fixed time budget for test executions for SAP HANA, a large industrial project. Our approach assigns a global fixed time budget to several components. Each component can only execute tests within its budget, which can change only by transfers from other components. This limits the number of test executions for each test run to a constant, thus reducing the asymptotic growth of test costs.

Budget transfers and test optimizations adhere to balances between value and costs, thus creating an economic environment for test case selection and reduction. Specifically, this creates incentives to remove unnecessary tests and to optimize test execution times.

For SAP HANA, our approach leads to effective test case selection and reduction, and reduces test execution times by 105 years in four months with a negligible effect on quality. The trade-off between runtime savings and failure detection is 1.83 years/failure.

I. INTRODUCTION

Software testing is a fundamental part of quality assurance for software projects. Agile development processes, continuous integration and short release cycles require frequent automatic test runs to reduce the number of defects and to prevent regressions during development.

Running automated software tests generates costs. Each test run requires CPU time and CPU time translates to hardware costs. The CPU time depends on the test runtime, i.e. the duration between start of a test run until all test executions finished and the results are processed. In addition to the hardware costs, large test runtimes increase waiting times for developers and can decrease productivity. For the rest of the paper, we assume that test runtime correlates with test executions and use it as a surrogate.

For small projects, the overhead in terms of test runtime is rather small. Local test executions on developers’ workstations and frequent test runs on central machines (e.g. for each commit) are common practice in smaller projects. Due to the project size, the waiting times are acceptable.

For large projects, the overhead in terms of test runtime grows significantly. Parallel test executions on a hardware pool can reduce test runtimes. However, hardware extensions are limited by resources in practice and cannot sustainably solve the superlinear increase in test runtime.

Test runtimes increase superlinearly due to the typical characteristics of large software projects that affect the number of test executions $TE$. $TE$ depends on two factors: 1) on the number of tests $T$ that are executed, and 2) on the frequency $F$ the tests are executed. $T$ increases linearly over time because developers add more tests but rarely delete tests. $F$ increases linearly over time because a large successful project has an increasing number of developers who make changes to the central source code repository. Each change initiates a new test run and thus increases $F$. The multiplication of the two linear factors $T$ and $F$ lead to a superlinear increase for $TE$ over time. The model of Figure 1 demonstrates this superlinear increase of $TE$.

![Figure 1. Model of test execution growth in logarithmic scale. The number of developers (Developers) increases by one every seven days. Each developer increases the number of existing tests (Tests) by five code changes per day and the number of commits (Commits) by five code changes per day, each initiating a test run. The number of test executions (TE) is equal to Tests * Commits and grows superlinearly over time due to the linear increases of Tests and Commits. A fixed time budget for test executions effectively limits the number of executed tests to a constant c. Therefore, the number of test executions with a fixed budget (TEFB) is equal to c * Commits and grows linearly over time.](image)
The parallel test executions for multiple product versions typically higher compared to TCS, but TCS and TSR sometimes have the potential disadvantage of a loss of testing quality because not all tests are executed compared to the full test suite. Therefore, the fixed time budget for test executions to reduce testing costs. The fixed time budget implements TCS and TSR techniques. Periodic test runs with all tests in later testing stages prevent the potential loss of quality. We analyse the first effects of this approach after four months. The contributions of this paper are as follows:

- A fixed time budget for test executions can be an effective approach for the problem of superlinear test costs growth over time in a large software project.
- A fixed time budget for test executions can create incentives to improve test runtimes, scope, and priority based on economic decisions of value and costs.

Section II introduces the testing environment of SAP HANA and our fixed test budget approach. We describe our approach in detail in Section II-B. Section III contains our research questions, results and discussions. Section IV briefly highlights related work. We conclude in Section V.

II. TESTING AT SAP HANA AND AN ECONOMIC APPROACH FOR TEST CASE SELECTION / REDUCTION

We introduce the testing process of SAP HANA, the application in focus of our analysis, a high-performance, parallel in-memory database management system developed by SAP [3]. Previous work covers details of the testing process and related problems [4]. Due to confidentiality reasons, we cannot disclose all project details. We further describe the fixed time budget for testing.

A. Testing of SAP HANA

Since many customers use SAP HANA in business-critical scenarios, quality assurance of SAP HANA is of paramount importance. SAP ensures this requirement via extensive testing in all development and release stages.

Testing of SAP HANA contains several stages as shown by Figure 3 and involves a Continuous Build (CB) environment. At the first stage, developers execute tests during software development on their own workstation. This can include manual tests, a subset of test suites from later testing stages or developer specific test suites. The second stage incorporates the CB environment to automatically execute integration tests within the scope of a component.

Stage three includes the integration and regression testing for all SAP HANA components and causes a majority of the testing costs because of the superlinear cost increase explained in Section I. Figure 2 shows the current trend of test executions for SAP HANA. Stage three implements pre-commit testing, i.e., a software change is only accepted and merged into the repository if it passes all tests.

Within testing stage four, the CB system runs different combinations and configurations of tests (test profiles) after code changes have been submitted to the repository. The execution frequency for these profiles reaches from several times a day to once per release. Stage four includes long running tests, randomized and stress testing, or recovery testing like out of memory or crash tests. The test profile

For the development of SAP HANA, SAP adopted a fixed time budget for test executions to reduce testing costs. The fixed time budget implements TCS and TSR techniques. Periodic test runs with all tests in later testing stages prevent the potential loss of quality. We analyse the first effects of this approach after four months. The contributions of this paper are as follows:

- A fixed time budget for test executions can be an effective approach for the problem of superlinear test costs growth over time in a large software project.
- A fixed time budget for test executions can create incentives to improve test runtimes, scope, and priority based on economic decisions of value and costs.

Section II introduces the testing environment of SAP HANA and our fixed test budget approach. We describe our approach in detail in Section II-B. Section III contains our research questions, results and discussions. Section IV briefly highlights related work. We conclude in Section V.

II. TESTING AT SAP HANA AND AN ECONOMIC APPROACH FOR TEST CASE SELECTION / REDUCTION

We introduce the testing process of SAP HANA, the application in focus of our analysis, a high-performance, parallel in-memory database management system developed by SAP [3]. Previous work covers details of the testing process and related problems [4]. Due to confidentiality reasons, we cannot disclose all project details. We further describe the fixed time budget for testing.

A. Testing of SAP HANA

Since many customers use SAP HANA in business-critical scenarios, quality assurance of SAP HANA is of paramount importance. SAP ensures this requirement via extensive testing in all development and release stages.

Testing of SAP HANA contains several stages as shown by Figure 3 and involves a Continuous Build (CB) environment. At the first stage, developers execute tests during software development on their own workstation. This can include manual tests, a subset of test suites from later testing stages or developer specific test suites. The second stage incorporates the CB environment to automatically execute integration tests within the scope of a component.

Stage three includes the integration and regression testing for all SAP HANA components and causes a majority of the testing costs because of the superlinear cost increase explained in Section I. Figure 2 shows the current trend of test executions for SAP HANA. Stage three implements pre-commit testing, i.e., a software change is only accepted and merged into the repository if it passes all tests.

Within testing stage four, the CB system runs different combinations and configurations of tests (test profiles) after code changes have been submitted to the repository. The execution frequency for these profiles reaches from several times a day to once per release. Stage four includes long running tests, randomized and stress testing, or recovery testing like out of memory or crash tests. The test profile
Within the test suites of a database, it is not uncommon for releases contains over 900 000 single test cases and would run for 23 days if executed sequentially on an average server with 40 CPU cores, 3 GHz frequency, and 256 GiB of RAM. Although SAP utilises a large hardware pool of test servers in parallel mode, the test runtime is rather large. Within the test suites of a database, it is not uncommon to have long running, complex and distributed queries to test database functionality. Performance and load tests contribute to long running tests as well.

Whereas the stages one to four focus on SAP HANA in an isolated environment, stage five and six are used for end-to-end testing in the context of an end user application. These stages contain automatic, but also manual tests that are performed by other teams within the company and thus decrease testing biases.

B. Fixed Test Budget Approach

To limit the test runtime of the integration stage, we introduced a fixed runtime budget for tests. More specifically, each component receives an own test runtime budget. Within the budget, the component team can select the tests to run by their own criteria if the cumulative runtime fits into the budget. Time budget can be shifted between components to cope with changing priorities and quality requirements within SAP HANA development. These budget redistributions allow the component team members to focus resources in areas of special interest.

There were several additional expectations based on the incentives given by the optimization of value and costs:

- Tests with low bug finding abilities will move to later testing stages (by manual or automatic techniques).
- Execution times for tests will be analysed and optimised, especially for long running and distributed tests.
- Test scope will improve. A test suite for a component should only include necessary tests for the quality assurance of this component. This could require modifications of the test suite or the component structure.

The implementation of our fixed time budget for test executions requires the determination of an initial total budget and the distribution of this budget to all components. The analysis of several approaches revealed multiple common drawbacks. The usage of empirical data about test executions requires the determination of an appropriate period of observation. A long period would not include recent changes, a short period would not include long term trends and a weighted mix would be rather complex to understand by all developers. In addition, test ownership is not well defined if multiple components use the same tests in their component test suites.

Therefore, the initial time budget distribution depends on the number of developers working per component. The number of developers provides a rough estimation of testing requirements. This is a simple model that can be communicated without further explanations. After the initial distribution, the possibility to transfer test budgets between different components allows a flexible redistribution of time budgets.

The component teams were responsible for the process of test selection and reduction to fulfil the test budget constraint for their respective component. To support the component team members with test case selection and test suite reduction, we created an extensive analysis of runtime and failure rates for the tests contained in the integration stage over the former half year. For example, we found that 17% of all tests within the old integration stage had a failure rate less than 0.01% and 11% had no failure at all for the observation time. The criteria for test selection and reduction which were used by the component teams were not evaluated. We expect a mix of domain knowledge and empirical data. A future study could investigate if these criteria could be utilized for an automated approach.

The introduction of a fixed time budget for integration tests implies a possible reduction of test quality because fewer tests are run. To counter this effect and ensure a consistent quality level for further testing stages, a daily test run contains the original set of integration tests. The daily test run effectively moves the complete test run from pre-commit to post-commit testing.

Altogether, the introduction of the fixed time budget for the integration test stage changes the asymptotic behaviour of the number of test executions $TE$ over time. Before the introduction, $TE$ increased superlinearly over time, as discussed in Section I. After the introduction, $TE$ increases only linearly over time on both new integration test stages. For the integration testing with fixed budget, the test budget limits the maximum runtime of tests. $TE$ depends on a fixed maximum runtime (i.e., a constant) and a variable number of commits over time, resulting in a linear growth for $TE$ over time. For the daily full test run, the frequency is fixed. $TE$ depends on a variable number of tests over time and a fixed execution frequency (i.e., a constant), resulting in a linear growth of $TE$ over time.
III. Results

We investigated the following research questions in the context of the large-scale software project SAP HANA:

RQ1: Does the distribution of the fixed test budget for test executions change over time?

RQ2: How did runtimes for integration tests change after the introduction of the fixed time budget?

RQ3: How is the testing quality affected by the introduction of the fixed test budget for test executions in terms of failures that pass the reduced test suite, but appear in the full integration test suite?

RQ1 analyses whether the possibility to redistribute test budget between components was used by the component teams. This would indicate whether the economic aspect of benefits and costs lead to re-prioritization of testing efforts. RQ2 investigates the direct effects on developer processes and hardware costs. This research question analyses whether test execution times were reduced, one of the main goals for the introduction of the fixed time budget. RQ3 analysis the impact of the fixed time budget on the quality of code change testing. A significant increase in number of defects in later testing stages could imply that the fixed test budget for code changes has a strong negative impact on testing quality. This would question the usefulness of the approach. On the other hand, a low increase in defects in later testing stages or none would indicate that the trade-off between test runtimes and quality is acceptable. In addition, we can combine runtime savings and number of failures at later test stages to quantify the trade-off between runtime and failures in later test stages in terms of test runtime saved per failure.

A. RQ1 Budget Redistribution

Figure 4 visualizes how the time budget of each component changed between $t_0$ (introduction of the fixed time budget for test executions, 2017-08) and $t_1$ (2017-12). Unfortunately, for budget redistributions, we do not have the source and target components for all changes. Therefore, we cannot show an alluvial diagram to illustrate the fine-grained changes. We rescaled the unchanged budget part, because it does not provide further information. The percentage of the unchanged part differs in $t_0$ and $t_1$ due to an increase in the total time budget. The total time budget increased due to readjustments after the initial introduction. In total, the time budget increased for 18 components and decreased for 27 components between $t_0$ and $t_1$.

Figure 4 shows that budgets transfers occur in practice to optimize benefits and costs. This is an indicator that the expected economic effect exists in practice. Further investigations of single cases show that there are multiple reasons. Due to space and confidentiality reasons, we list only some of them:

- Components were split to narrow the test scope. This increases the test efficiency as tests are selected closer to the scope of the tested component.

- Required test runtimes were further analysed by component team members and free test budget was reallocated to other components.

- Test runtimes were improved. Long running tests were identified, analysed and improved or unnecessary tests were removed.

- Test placement was re-evaluated. Especially long running tests were reallocated to later stages of the testing process with decreased run frequency.

Overall, the distribution of the fixed test budget to components changed over time and the possibility to reallocate test budget is used. Our analysis indicates that this can lead to positive effects on the quality of the test suite due to an incentive to maintain the test suite from a cost and benefit perspective.
B. RQ2 Changes in Test Runtimes

Within the testing process of SAP HANA (Section II-A), the fixed test budget affects only integration testing for the main product line. Other integration stages have different policies for test selection. We analyse the test cost changes in terms of test runtimes for the integration testing to the main product line and for all integration testing.

The fixed test budget defines the maximum threshold of execution time for integration tests to the main product line. At the point of the introduction \( t_0 \) (August 2017), the difference between budget and actual runtime was a factor of 4. After \( t_0 \), the actual runtimes are nearly equal to the budget with some deviation. Deviations occur because of readjustments and test runtime fluctuations due to variations in infrastructure workload. Figure 5 shows the runtime statistics for multiple product lines. \( M \) represents the main product line. Figure 5 shows that the total runtime for \( M \) decreased from August to September by a factor of 2. Based on further analysis, we conclude that the reasons for the smaller than expected reduction are test overheads like compile times, binary redistribution, database install and setup times, and test setup times.

Figure 5 shows that the fixed time budget for test executions saved hardware resources, but the figure also shows that additional product versions counterbalance the savings. As a result of this study, SAP engineers currently prepare the introduction of fixed time budgets or similar approaches for other product lines. It is unclear whether other product lines would require the same testing budget as the main product line or if a reduced budget would be sufficient for other product lines.

The overall average runtime for all integration tests exhibits a more complex pattern. Figure 6 visualizes the state before and after the introduction of the fixed test budget. Unfortunately, there is no data logged for the time before 2017 and we cannot analyse long term trends. Due to confidentiality reasons, we cannot provide the exact numbers, Figure 6 only shows the scaled data. Figure 6 shows that the average test runtime \( R_{\text{avg}} \) decreased after the introduction of the fixed test budget in August 2017. This leads to an increase in test runs \( TR \), which is explained by hardware limitations. \( TR \) multiplied with \( R_{\text{avg}} \) cannot exceed the capacities of the existing hardware. Therefore, if the product is fixed, \( TR \) must increase if \( R_{\text{avg}} \) decreases. The increase in \( TR \) and decrease in \( R_{\text{avg}} \) result in a increase by a factor two for the quotient test runs per hour which represents efficiency.

Overall, Figure 5 and Figure 6 indicate that the fixed test budget has a positive effect on test runtimes and test runtime efficiency. It is unclear whether the current trend continues and if yes, why. We would expect that after the introduction of the test budget, there would be a sharp decline of a factor 4 in the test runtime which would then stay nearly constant. Our data shows that this factor was not fully reached. The ongoing changes could indicate that component teams are continuously improving their tests and therefore optimizing their test budgets.

C. RQ3 Changes in Quality

We analysed all internal bug reports for valid test failures and counted them over time (this excludes flaky test results). Figure 7 shows the results. Statistically, there are in average 3.20 failures per week. This number is remarkable low for a large project as SAP HANA.

In addition, we compare the results from Section III-B and Section III-C to quantify the trade-off between runtime savings and failures in later test stages in terms of test runtime saved per failure. We estimate runtime savings \( R_s \) by interpolation of test runtimes without the fixed time budget \( R_i \) and subtraction of the actual runtime \( R_a \). In Figure 5, the last known test runtime \( R \) before the introduction of the fixed test budget is shown by the datapoint 2017-08 for \( M \). We multiply \( R \) by 5 for 5 months. We can determine \( R_a \) by the sum over all actual test runtimes in \( M \) for the last 5 months. Now, we can calculate the runtime savings \( R_s = R_i - R_a \).
Our calculation leads to a result of 104.50 years, which implies that SAP saved 105 years of test execution time due to the fixed time budget. With the average of 3.20 failures per week indicated by Figure 7, we can calculate a quotient of 1.83 years/failure. This implies that SAP traded in average a test runtime of 1.83 years against one additional failure in a later test stage. This number only provides an approximation of the trade-off, and does not necessarily reflect the reality precisely due to the interpolation and the low number of data points.

IV. Related Work

Due to size constraints, we briefly highlight related literature. Yoo et al. provide a survey about test case selection and test suite reduction [5]. A recent systematic literature review about test case selection from by Kazami et al. highlights different trends and results in this area [6]. Blondeau et al. analyse test case selection within several industrial projects [7]. Their work focuses on change based testing, our investigated approach does not depend on dependencies between changes and tests.

Our approach shares characteristics with risk-based testing. Although, as explained in Section II-B, we mitigate risks by a daily full test run. Felderer and Schieferdecker provide a taxonomy of risk-based testing [8]. Risk-based testing planning subsumes techniques that select or prioritise test cases based on a risk analysis of their costs and value.

Memon et al. study the same problem of polynomial growth for test executions at Google [9]. The approach used by Google uses a manual dependency list for each product to collect all required test runs for a source code change. The test framework collects these required test runs over a period of four hours and runs each required test only once. An automatic backward analysis identifies failure-introducing commits. This approach reduces the linear growth of test executions by commit frequency to a constant factor due to the fixed number of executions per day. However, our fixed test budget creates in addition incentives for developers to reduce and improve existing test suites. Our multi-stage separation enables faster individual feedback times.

V. Conclusions

We described the fixed time budget for testing approach adapted by SAP to limit the test execution growth. We analysed the initial effects on runtimes and quality in terms of failures that pass the reduced test suite, and we analysed the economic effects. Our analysis indicates that there are positive effects on runtime and test suite efficiency, while the negative effects on quality are low.

Although the current observations show possible trends, we cannot conclude statistical significance due to limited data. Further work would require an observation time of at least one year to improve the statistical significance. One year would cover periodic variations, which can be observed for example at the end of the year due to vacations or directly before and after releases of new major software versions.

Based on internal discussions, the results of our analysis are plausible and the impact on test runtimes is and failure detection is reasonable. Surveys or questionnaires with developers would allow to further analyse the impact of the fixed time budget for testing on the individual developer.

These findings could support further refinements of our approach. As a direct consequence of this work, the fixed time budget for test executions will be introduced for parallel product lines, as explained and reasoned in Section III-B.
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